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Abstract

In this rapidly developing information technology age, the Internet has emerged as a critical component of modern life. The usage of the web server has become crucial in providing services to users for various transactions like online banking, online purchasing, and web-based email. Due to this atmosphere, protecting a web server from cyber-attacks became essential to prevent data breaches. Secured coding implementation in developing online systems is crucial, as failure to do so will result in an SQL injection attack. Another problem concerning this problem is configuration against security devices, which makes the attack possible to be executed. Furthermore, owing to the emergence of technology, cyber intruders can utilize various techniques and sophisticated tools to steal information easily. Penetration testing is the approach that can be taken to measure a web server’s security level and prevent an attack. This study aims to review SQL injection attacks and describe the required steps to execute penetration testing successfully. Next, the practical SQL injection attack was executed according to the penetration methodology. The outcome indicates that cyber intruders can log in as regular users and steal sensitive information if the web server is vulnerable to attack.
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1. Introduction

SQL injection is a cyber-attack that exploits vulnerabilities in web applications and allows attackers to gain unauthorized access to sensitive information stored in databases. SQL injection attacks are among the most common and dangerous threats to web application security, affecting thousands of websites and organizations worldwide. The attack works by injecting malicious SQL code into an application's input fields, which are then executed by the database, bypassing authentication mechanisms and granting the attacker access to sensitive data. SQL injection attacks can cause significant harm, including data breaches, identity theft, financial losses, and reputational damage. Despite the severity of the threat, many developers and
organizations still do not take SQL injection attacks seriously, leaving their systems vulnerable to exploitation. Nagendran, Adithyan [1] noted that SQL injection is a type of cyber-attack in which an attacker injects malicious code into a website's SQL statement, allowing them to gain unauthorized access to a database and potentially steal or manipulate sensitive information. The attack can be adequately addressed as a prevention measure using prepared statements, parameterized queries, proper input validation, and escaping user input. Using Object-Relational Mapping (ORM) can also help prevent SQL injection attacks by abstracting away the underlying SQL [2].

[3] states that there have been many high-profile cases of SQL injection attacks in recent years, but some of the most notable include:

a) The Target data breach in 2013: Hackers used a SQL injection attack to gain access to the personal information of more than 40 million customers, including credit and debit card information.

b) The Yahoo data breaches in 2013 and 2014: Hackers used SQL injection attacks to gain access to the personal information of over 1 billion Yahoo user accounts.

c) The Equifax data breach in 2017: Hackers used a SQL injection vulnerability to access the personal information of 143 million customers, including Social Security numbers and birth dates.

d) The Marriott data breach in 2018: Hackers used SQL injection attacks to gain access to the personal information of up to 500 million customers, including passport numbers and credit card information.

e) The Capital One data breach in 2019: Hackers used a SQL injection vulnerability to access the personal information of over 100 million customers, including Social Security numbers, bank account numbers, and credit card information.

These attacks highlight the importance of protecting against SQL injection vulnerabilities, which can lead to significant financial losses and damage a company's reputation. This paper highlights the related study on the ethical hacker, penetration testing, and SQL injection technique used to test the security of a website or web application, the process/methodology to perform penetration testing, and the SQL injection penetration testing process.
2. Ethical Hacker

[4] state that ethical hackers, also known as white hat hackers, use the same methods as malicious hackers to identify vulnerabilities in a system. However, they do so with the permission of the system's owner and intend to improve security. An ethical hacker may use SQL injection to identify and exploit vulnerabilities in a website's SQL statements to gain unauthorized access to a database. Once they have successfully injected malicious code into a website's SQL statement, an ethical hacker may use that access to investigate the contents of the database and identify any sensitive information stored there. They can also evaluate the website's security controls and identify any weaknesses that require further attention. By identifying and exploiting SQL injection vulnerabilities, an ethical hacker can help organizations improve their systems' security and protect against malicious attacks by providing recommendations on preventing SQL injection, such as using prepared statements, parameterized queries, and input validation. Additionally, an ethical hacker will report the discovered vulnerabilities to the organization, allowing them to take measures to fix them and avoid any potential attack.

3. Penetration Testing

Penetration testing, also called "pen testing," is a simulated cyber-attack on a computer system, network, or web application to evaluate the system's security. The test aims to identify vulnerabilities that an attacker could exploit and determine the effectiveness of the system's security measures. Penetration testing is executed by ethical hackers, also known as "white hat," who use the same tools and techniques as malicious hackers but with the permission of the system's owner. Security experts, consultants, and internal IT teams can also conduct them.

Penetration testing is conducted to identify vulnerabilities and weaknesses in the system before malicious actors can exploit them. Besides that, using the test also evaluates and improves the effectiveness of the organization's security measures. Commonly, it is conducted on-demand or as part of a regular schedule, for example, after significant changes to the system or annually. However, external services can also be conducted in-house or on systems and networks located on-premises, in the cloud, or in hybrid environments [5]. Penetration testing typically involves a combination of automated and manual testing methods, including network scanning, vulnerability assessments, and social engineering tactics. The test results will be used to prioritize and mitigate identified vulnerabilities [6].

4. Overview of SQL Injection

[7] elaborate that SQL injection is a cyber-attack targeting a web application's database by injecting malicious SQL code into the application's input fields. The goal of the attack is to gain unauthorized access to the database or to modify its data. SQL injection attacks exploit the web application's code vulnerabilities, allowing an attacker to send malicious SQL code to the database through the application's input fields. The malicious code can be used to bypass security
controls and gain access to sensitive information such as user credentials, financial data, and other confidential information.

5. Types of SQL Injection Techniques

Attackers use various SQL injection attacks to exploit vulnerabilities in a website's input validation and sanitization process to gain unauthorized access or retrieve sensitive information from the database. Common types of SQL injection attacks include classic SQL injection, in-band SQL injection, out-of-band SQL injection, blind SQL injection, time-based SQL injection, and union-based SQL injection. However, a new type of SQL injection is available as technology and security evolve. Therefore, it is essential for developers and security professionals to stay up to date with the latest types of SQL injection attacks and to take steps to prevent them [8].

5.1 Union-based SQL injection

Union-based SQL injection is a type of SQL injection attack to retrieve data from multiple tables in a database. The attacker injects a UNION SQL operator into a website's input fields, which allows them to combine the results of multiple SELECT statements into a single result set.

**Example:** `SELECT first_name, last_name FROM users UNION SELECT username, password FROM login;` In this example, the SELECT command followed by the conditions is compulsory to execute the attack.

a) Each SELECT statement within the union has the same number of columns.
b) The columns must also have similar data types.
c) The columns in each SELECT statement are in the same order.

In this example, the names of the columns in the table users are first_name and last_name. The names of the columns in the table login are username and password. The query is successful when it has the correct number of columns [9]. An attacker may inject a UNION statement into a login form that retrieves sensitive information from a different table in the database, such as credit card numbers or personal data. The attacker can then use the combined result set to gain unauthorized access to the database or to retrieve sensitive information. It is a powerful attack because it allows attackers to retrieve data from tables they would not normally access. However, it is also challenging to detect because the injected UNION statement often appears to be a legitimate query to the database.
5.2 Boolean-based Blind SQL Injection

Boolean-based Blind SQL injection is a type of SQL injection attack that is used when the attacker cannot see the results of the injected SQL code but can determine the outcome of the query based on the application's response. This type of attack is called "blind" because the attacker cannot see the results of the injected SQL code but can infer the results by sending a series of true or false statements to the database and observing the application's response [10]. In Boolean-based Blind SQL injection, the attacker sends a series of Boolean statements, such as "SELECT * FROM users WHERE id = 1" and "SELECT * FROM users WHERE id = 2", and then observes the application's response to determine if the statement is true or false. The attacker can then use this information to infer the results of the injected SQL code.

5.3 Error-Based SQL Injection

[11] state that Error-based SQL injection is a type of SQL injection attack that takes advantage of error messages generated by the database management system (DBMS) to infer information about the structure of the database and the data it contains. In this attack, the attacker sends specially crafted SQL statements that cause the DBMS to generate error messages. The error message often contains information about the structure of the database, like table and column names, together with the type and value of data stored in the database. The attacker can use this information to infer the results of the injected SQL code and gain unauthorized access to the database or retrieve sensitive information. Additionally, this attack assumes that the web application is not configured correctly to hide error messages from the user. As a result, the attacker can use these error messages to gain information about the database.

5.4 Time-Based Blind SQL Injection

[9] state that Time-based blind SQL injection is a technique used to extract data from a database by injecting carefully crafted SQL statements that cause the database to wait for a specified time before responding. The attacker can then use this delay to infer information about the database's structure and contents by analyzing the response's timing. This technique is effective when traditional SQL injection methods, such as error-based or union-based injection, are impossible due to filtering or other security measures.

5.5 Advanced SQL Injection Technique (Machine Learning)

Advanced SQL Injection by using machine learning involves leveraging machine learning algorithms to improve the effectiveness and efficiency of SQL injection attacks. GyoiThon is a tool that uses machine learning to automate the detection and exploitation of SQL injection vulnerabilities. The automated tool works with a web application scanner to identify potential injection points and then uses machine learning algorithms to generate payloads to exploit those vulnerabilities. GyoiThon uses a combination of supervised and unsupervised machine learning techniques to analyze the responses from the web application and determine the best payloads to use. In addition, the tool contains a genetic
algorithm to optimize payloads, making them more effective at exploiting the vulnerability. On the other hand, the tool usage is not only limited to those above but also to automate the process of discovering and exploiting SQL injection vulnerabilities, which can save much time and effort compared to manual testing [12].

6. Penetration Methodology

Penetration testing methodology is a systematic approach used to conduct a simulated cyber-attack on a computer system, network, or web application to identify vulnerabilities and evaluate the effectiveness of the system's security measures. The methodology for penetration testing typically includes the following steps:

- a) Planning and scoping
- b) Reconnaissance
- c) Vulnerability analysis
- d) Exploitation
- e) Post-exploitation
- f) Reporting

Penetration testing is a legal and ethical process and should be completed only with the permission and under the supervision of the organization's management and IT department. The detailed process for each phase of SQL Injection penetration testing is as follows:

6.1 Planning and Scoping

The planning and scoping phase of penetration testing for SQL injection, specifically, includes the following steps:

- a) **Define The Test Scope:** Identify the systems and applications that will assess for SQL injection vulnerabilities. This scope typically includes web applications, web services, and databases that interact with SQL.
- b) **Identify The Test Objectives:** Determine what specific goals the test is trying to achieve, such as identifying SQL injection vulnerabilities, determining the impact of a successful SQL injection attack, and evaluating the effectiveness of security controls in place.
- c) **Establish Testing Boundaries:** Identify any constraints or limitations on the test, such as legal or ethical considerations or specific rules for accessing or interacting with the target systems.
- d) **Gather Information About the Target System:** Perform initial reconnaissance on the target systems to identify potential SQL injection vulnerabilities. The information-gathering process includes identifying the types of web applications, web services, and databases running and determining which versions of SQL are in use.
e) **Define The Test Methodology:** Decide on the specific methods to test for SQL injection vulnerabilities, such as automated scanning, manual testing, or social engineering.

f) **Gain Approval:** Obtain approval from the organization's management and IT department to conduct penetration testing.

g) **Create A Testing Plan:** Develop a detailed plan outlining the steps required during the testing process, including the tools and techniques used and the test schedule.

Planning and scoping are critical steps in penetration testing for SQL Injection. The first step is to determine the scope of the test, which includes identifying the systems and applications. Secondly, a detailed testing plan outlining the testing objectives, techniques, and tools related to SQL Injection must be created. Next, the security of the systems and applications under test must be evaluated to identify any potential vulnerabilities, such as misconfigurations or outdated software. Finally, a communication plan should be established to ensure that all stakeholders are aware of the SQL injection testing process, the expected results, and any risks associated with the SQL injection testing, which could cause data loss or corruption and denial of service. Planning and scoping can ensure that the penetration tester is able to identify and assess the security of the target environment effectively and efficiently.

### 6.2 Reconnaissance

The reconnaissance phase of penetration testing for SQL injection, specifically, includes the following steps:

a) **Identify The Target:** Identify the specific systems and applications to test with SQL injection vulnerabilities. Typically includes web applications, web services, and databases that interact with SQL.

b) **Gather Information About the Target System:** Use various tools and techniques to gather information about the target system, such as IP addresses, open ports, and installed software. This stage includes using automated tools such as port scanners, vulnerability scanners, and search engines, as well as manual techniques such as reviewing the website's source code and analyzing the network traffic. [13] published several tools for information gathering in penetration testing, specifically for SQL injection.

c) **Identify The Types of Web Applications and Databases:** Identify the type of web applications, web services, and databases running on the target system. This process can include determining the specific web application framework, database management system, and version that is in use.
d) **Identify Entry Points:** Identify the specific entry points that interact with the target system, such as web forms, login pages, and search functionality. These entry points are likely to be vulnerable to SQL injection attacks.

e) **Identify Potential Vulnerabilities:** Identify any potential SQL injection vulnerabilities on the target system by analyzing the information gathered during the reconnaissance phase.

f) **Prioritize Targets:** Prioritize the target systems and applications based on the potential impact of a successful SQL injection attack and the likelihood of a vulnerability existing.

The critical points of the reconnaissance phase in SQL injection penetration testing are information gathering and identifying vulnerability points. In addition, the reconnaissance phase aims to gather as much information as possible about the target system, including IP addresses, domain names, application interfaces, and underlying technologies. Overall, the reconnaissance phase is critical to the success of the SQL injection penetration testing process, as it provides the foundation for the rest of the testing.

### 6.3 Vulnerability Analysis

[14] claimed that the vulnerability analysis phase of penetration testing for SQL injection involves identifying potential vulnerabilities in a system that may allow an attacker to inject malicious SQL code through manual testing, automated tools, or a combination of both. The details of the tools were discussed and decided upon during the reconnaissance phase. During this phase, the tester will look for input fields in the application where user-supplied data is not correctly sanitized or validated and any other system areas that may be vulnerable to SQL injection attacks. Once the potential vulnerability is identified, the tester can proceed to the exploitation phase, where they will attempt to exploit the vulnerabilities to gain unauthorized access to sensitive data or control over the system.

### 6.4 Exploitation

The exploitation phase of penetration testing for SQL injection involves exploiting identified vulnerabilities to gain unauthorized access to sensitive data or control over the system. This process can be achieved by injecting malicious SQL code into input fields or other vulnerable system areas. The tester will typically use union-based, Boolean-based, error-based, and time-based SQL injection techniques to extract data or manipulate the system.

In union-based SQL injection, the tester will use the UNION operator to combine the results of multiple SELECT statements and extract data from the database. In Boolean-based SQL injection, the tester will use the AND and OR operators to manipulate the logic of the SQL query and extract data. In error-based SQL injection, the tester will cause the application to generate an error message, which can reveal information about the underlying database structure. Finally, in time-based SQL injection, the tester will use the sleep () function to cause a delay in the execution of the SQL query, which can be utilized to extract data. Once the
tester has successfully exploited a vulnerability, they will typically document the details of the exploit, including the type of vulnerability, the specific SQL injection payloads used, and any sensitive data accessed. The tester will then proceed to the reporting phase, presenting their findings to the client and recommending addressing the vulnerabilities.

6.5 Post-exploitation

The post-exploitation phase of penetration testing for SQL injection is the final stage of the testing process, where the tester will evaluate the impact of the exploit and take steps to clean up any residual effects. This phase includes the following steps:

a) **Documenting The Exploit**: The tester will document the details of the exploit, including the type of vulnerability, the specific SQL injection payloads used, and any sensitive data accessed. All this information will be available in the final report.

b) **Cleaning Up the System**: The tester will take steps to clean up any residual effects of the exploit, such as removing any files or data used to exploit the system.

c) **Making Recommendations**: The tester will recommend addressing the vulnerabilities and mitigating the risks of future SQL injection attacks. The recommendation usually includes software patches, configuration changes, or other mitigation strategies.

d) **Final Report**: The tester will prepare a final report summarizing the findings of the penetration testing, including details of the vulnerabilities identified and exploited, any sensitive data accessed, and recommendations for addressing the vulnerabilities.

e) **Remediation**: The client will then implement the recommendations provided by the tester to improve their security posture and prevent future attacks.

The post-exploitation phase in penetration testing related to SQL injection is essential for several reasons. Firstly, it allows the tester to assess the impact of a successful SQL injection attack and determine the extent of the damage. Secondly, the post-exploitation phase allows the tester to gather information about the target system and its security controls, which can be used to identify additional vulnerabilities and improve the overall security posture. Finally, the post-exploitation phase is vital in documenting the testing process and results. This documentation is critical in helping the target organization to understand the steps taken during the testing process and to track the progress of the remediation efforts.

Overall, the post-exploitation phase of penetration testing for SQL injection is an essential component of the testing process, as it helps to identify the impact of a successful attack and improve the overall security posture of the target system.
6.6 Reporting
The reporting phase of penetration testing for SQL injection involves presenting the test findings to the client and recommending addressing the vulnerabilities. Therefore, the report should be clear and concise, providing enough technical detail for the client to understand the vulnerabilities, risks they pose, and any sensitive data accessed. The report should also be easy to understand for non-technical stakeholders and should include the following information:

a) **Executive Summary**: A brief overview of the key findings, including the identified vulnerabilities and the severity of their risks.

b) **Methodology**: A description pertaining to steps taken by the penetration tester, which also contains tools, techniques, scope, and timeline.

c) **Findings**: A detailed description of the vulnerabilities identified, including the type of vulnerability, the specific SQL injection payloads used, and any sensitive data accessed.

d) **Recommendations**: Recommendations for addressing vulnerabilities and mitigating the risks of future SQL injection attacks.

e) **Appendices**: Additional information such as test results, screenshots, configuration files, and other relevant data collected during the test.

The reporting phase in penetration testing related to SQL injection is crucial because it summarizes the testing process, including the results and recommendations for remediation. The report should be comprehensive and easy to understand so all stakeholders, including management, technical teams, and others, can understand the results and take appropriate action. The report should provide a clear and concise summary of the testing process, including the scope, objectives, and methods used. It should also detail the vulnerabilities discovered, their severity and potential impact, and the steps taken to validate and exploit them. Finally, the report should also provide recommendations for remediation, including specific steps that should be taken to address the vulnerabilities identified. The reporting phase of penetration testing for SQL injection is critical in helping organizations understand the testing process results and take appropriate action to address the vulnerabilities identified. A well-structured and comprehensive report is essential to the testing process and helps organizations improve their overall security posture.

7. SQL Injection Attack Execution
From the perspective of an ethical hacker, a penetration testing methodology for SQL injection should focus on identifying and exploiting vulnerabilities in a controlled and safe environment to assess the system's security and make recommendations for improving security. [15] have highlighted various tools that can be used for related penetration testing phases for SQL Injection. Acquiring information is critical in penetration testing. Before beginning with attack execution, information gathering is the initial process to gain essential information that the step requires as follows:
Step 1 Information Gathering: Information gathering can be performed using Whosis.com and whois.net. Footprinting refers to the process of gathering as much information as possible about the target, while reconnaissance is the practice of collecting information about the target site. Google search engines and websites like whois.com and whois.net are examples of websites that gather the necessary information. In addition, these tools have features to examine the server where the target site is hosted and determine how many other websites run on the same server. A difference was observed in the outcome of the information-gathering process, wherewhois.com (Figure 2) and whois.net (Figure 3) produced slightly similar results. However, it was found that whois.net provides more precise and detailed information than whois.com.

Step 2 Scanning: The scanning process for this testing uses Nmap as an example. Nmap (Network Mapper) is a free, open-source network exploration, management, and security auditing tool. The tools also can discover hosts and services on a computer network, map out network topologies, and even perform vulnerability scanning. An example of a query performed at this phase is `nmap -sS -p 1-65535 -oA scan_resultsxyz.com`. This command will perform an SYN scan on all ports (1-65535) of the target host xyz.com.my and save the results to a file called "scan_results.nmap", "scan_results.xml" and "scan_results.gnmap". Figure 1 is the result of a domain scanning using syntax `nmap domain`.

Step 3 Executing SQL Injection: Blind SQL: [17] stated that this type of attack is the most complicated and advanced attack and is the last choice adopted by cyber intruders when none of the previous attacks work. Attackers must try various ways and utilize functions such as Boolean, true or false to acquire information. This attack injected errors into an application to uncover weaknesses in its security. The code used for this purpose can be entered in the username and password fields, using expressions such as "1'OR'1=1", "0=0--", or "0=0 --". The process starts by identifying a target site that has already been scanned and is vulnerable to blind SQL injection. To find the admin page, a Google search can be performed using keywords such as "admin" and the URL of the target site. If error messages result
from the search, the target site is vulnerable to blind SQL injection. The admin login page can be accessed by clicking these error messages, as shown in Figure 2.

![Figure 2. Vulnerable Login Website With Blind SQL Injection](image)

Direct access to the main database will be granted once both credentials are supplied, as indicated in Figure 8 and Figure 9. Once login is successful, the typical operation can be executed illegally: edit, save, delete, or perform any other desired actions on the website. Certain studies define that inserting code using 'OR' and a 'TRUE' assertion, such as '1=1', is meant for "tautology" [18, 19]. [19] further explain that another method that can be applied is injecting inaccurate queries to acquire error page returns by the database. This error possibly contains essential information that can aid cyber intruders in understanding database structure and craft sophisticated attack [18, 20, 21]. Figure 3 illustrates the input field in executing SQL injection.

![Figure 3. Vulnerable Input Field](image)

**SQLMap**: SQLMap is a popular tool with Kali Linux that enables hackers to launch SQL injection attacks against back-end databases. It works by scanning for different payloads and manipulating various injection points. Figure 4 illustrates the SQLMap interface.

![Figure 4. SQLMAP](image)
An example of a query that can be performed at this phase is sqlmap -u "http://example.com/page.php?id=1" --dbs. This command will connect to the web page "http://example.com/page.php?id=1" and attempt to enumerate the databases. It is important to note that the use of sqlmap for malicious purposes is illegal and should only be used for educational or research purposes with written consent. To use the Sqlmap tool in the terminal, open the sqlmap and enter the following commands:

a) `sqlmap -u testphp.vulnweb.com/artists.php?artist=1 --dbs` is used to retrieve a list of databases from the website testphp.vulnweb.com/artists.php?artist=1 using the Sqlmap tool

b) `sqlmap -u testphp.vulnweb.com/artists.php?artist=1 -D acuart --tables` to get a list of tables in the database

c) `sqlmap -u testphp.vulnweb.com/artists.php?artist=1 -D acuart -T user --columns` to get a list of columns in the 'user' table

d) `sqlmap -u testphp.vulnweb.com/artists.php?artist=1 -D acuart -T users --dump` to dump the contents of the 'user' table and reveal the username and password. The results of the dump database will clearly show the username and password as shown in Figure 5.

![Dump Database by Using SQLMAP](image)

**Figure 5. Dump Database by Using SQLMAP**

**Step 4 Exploiting the Database:** Once the privilege is obtained, further exploitation can be done to edit, save, delete, or execute other desired actions on the website. Figure 6 demonstrates that the process continues, while Figure 7 indicates login is successful.

![Using The Credential to Access the Website](image)

**Figure 6. Using The Credential to Access the Website**
The related research in SQL injection should cover the different techniques used by attackers to exploit SQL injection vulnerabilities, the impact of these attacks on the system and the data, and the latest countermeasures and mitigation strategies to prevent these attacks. It should also cover the legal and ethical considerations of penetration testing, including the importance of obtaining proper authorization before a test and the tester's responsibilities to protect the system and the data from damage. It is important to note that SQL Injection is a well-known and widely studied vulnerability, and an ethical hacker needs to stay current with the latest research and techniques. Additionally, it is essential to follow a strict methodology and not to cause any damage to the system or the data. Finally, the tester should not change the system without the client's permission.

8. Result and Discussion

Results show that web servers are prone to SQL injection attacks due to inadequate management of user inputs. When a web application fails to adequately validate or sanitize user inputs before integrating them into SQL queries, it creates a possibility for potential attackers to exploit these inputs in a way that can alter the behavior of the SQL query. An attacker can inject malicious SQL code that the server will execute if a web application does not correctly validate user input before injecting it into an SQL query. This can lead to undesirable outcomes, including data theft, server takeover, and unauthorized database access, retrieval, modification, and deletion. Hackers can use SQL injection techniques to compromise the system when a web server fails to properly validate and sanitize user input.

A web server is considered vulnerable if it does not correctly validate and clean user input, making it susceptible to attack via SQL injection. To protect against these attacks, developers must use safe coding standards and secure protocols like HTTPS to encrypt the traffic to reduce the likelihood of SQL injection attacks. Executing penetration testing can help organizations identify which web server and database server are prone to the attack to improve and mitigate the risk of data
breaches. Aside from that, regularly testing a web server with the tools utilized by cyber intruders like SQL Map, as adopted in this study, can also aid the identification process to recognize SQL injection attacks.

9. Conclusion

In conclusion, as an ethical hacker, a penetration testing methodology for SQL injection should focus on identifying and exploiting vulnerabilities in a controlled and safe environment to assess the system's security and make recommendations for improving security. Strict instruction is required to prevent system or data damage. The tester should not change the system without the client's permission. This study adopted a manual testing approach. However, using automated tools increases the chances of identifying vulnerabilities and preventing a detrimental impact on the customer's digital assets. The attack simulation in this study utilizes HTTP protocol, where the traffic can be observed at the address bar. Thus, future research concerning SQL injection should cover the techniques attackers use to exploit SQL injection vulnerabilities, such as attacks through secure channels like HTTPS. The impact of these attacks can affect the system and the data. Due to this, the latest countermeasures and mitigation strategies to prevent these attacks are also required.
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